# Example report of *OUKS*

This R Markdown document was provided as an example to reproduce the *OUKS* code script. Fig. 4 from [article](https://pubs.acs.org/doi/10.1021/acs.jproteome.1c00392) can be reproduced with the following code. Preliminarily download *“xcms after IPO MVI QC-XGB filter repeats annot+filtr LMM adj KEGG.csv”* and *“8 peaks.csv”* files into your working directory (for example: “D:/OUKS/”).

## Prepare environment

First, set the folder for the working directory and load the packages.

setwd("D:/OUKS/)  
  
library(data.table)  
library(factoextra)

## Loading required package: ggplot2

## Welcome! Want to learn more? See two factoextra-related books at https://goo.gl/ve3WBa

library(FactoMineR)  
library(dendextend)

##   
## ---------------------  
## Welcome to dendextend version 1.16.0  
## Type citation('dendextend') for how to cite the package.  
##   
## Type browseVignettes(package = 'dendextend') for the package vignette.  
## The github page is: https://github.com/talgalili/dendextend/  
##   
## Suggestions and bug-reports can be submitted at: https://github.com/talgalili/dendextend/issues  
## You may ask questions at stackoverflow, use the r and dendextend tags:   
## https://stackoverflow.com/questions/tagged/dendextend  
##   
## To suppress this message use: suppressPackageStartupMessages(library(dendextend))  
## ---------------------

##   
## Attaching package: 'dendextend'

## The following object is masked from 'package:data.table':  
##   
## set

## The following object is masked from 'package:stats':  
##   
## cutree

library(rafalib)  
library(pROC)

## Type 'citation("pROC")' for a citation.

##   
## Attaching package: 'pROC'

## The following objects are masked from 'package:stats':  
##   
## cov, smooth, var

library(parallel)  
library(doParallel)

## Loading required package: foreach

## Loading required package: iterators

library(grid)  
library(caret)

## Loading required package: lattice

library(dplyr)

##   
## Attaching package: 'dplyr'

## The following objects are masked from 'package:data.table':  
##   
## between, first, last

## The following objects are masked from 'package:stats':  
##   
## filter, lag

## The following objects are masked from 'package:base':  
##   
## intersect, setdiff, setequal, union

library(MKinfer)  
library(limma)  
library(ggplot2)  
library(cowplot)  
library(ggsci)

## Load datasets

ds <- as.data.frame(fread(input = "8 peaks.csv", header=T))  
rownames(ds) <- ds[,1]  
ds <- ds[,-1]  
colnames(ds)[1] <-"Label"  
ds[,-1] <- sapply(ds[,-1], as.numeric)  
ds$Label <- as.factor(ds$Label)  
  
ds2 <- as.data.frame(fread(input = "xcms after IPO MVI QC-XGB filter repeats annot+filtr LMM adj KEGG.csv", header=T))  
ds2 <- ds2[-c(1:12),]  
rownames(ds2) <- ds2[,5]  
ds2 <- ds2[,-c(1,3:5)]  
ds2[,-1] <- sapply(ds2[,-1], as.numeric)  
ds2$Label <- as.factor(ds2$Label)

## Plot volcano plot

ds\_log <- as.data.frame(log2(ds2[,-1]))  
ds\_log <- cbind(Label = ds2[,1], ds\_log)  
  
FOLD.CHANGE <- function(data) {  
 ds\_log\_subsets <- lapply(1:length(unique(data[,1])), function(y) filter(data[,-1], data$Label == unique(data[,1])[y]))   
 mean\_r\_l <- lapply(1:length(ds\_log\_subsets), function(y) apply(ds\_log\_subsets[[y]], 2, mean, na.rm = T))   
 foldchange <- mean\_r\_l[[1]] - mean\_r\_l[[2]]  
 fc\_res <- as.data.frame(foldchange)  
 return(fc\_res)  
}  
  
fc\_res <- FOLD.CHANGE(ds\_log)  
foldchange <- as.numeric(fc\_res$foldchange)  
  
mdl\_mtrx <- model.matrix(~Label, ds2)  
lmf <- lmFit(t(ds2[,-1]), method = "robust", design = mdl\_mtrx, maxit = 1000)   
efit <- eBayes(lmf)  
tableTop <- topTable(efit, coef = 2, adjust = "BH", number = ncol(ds2), sort.by = "none")  
pval <- as.numeric(tableTop$adj.P.Val)  
  
f <- volcano(foldchange, pval, effect.low = -1.0, effect.high = 1.0, sig.level = 0.00001,  
 xlab = "log2(fold change)", ylab = "-log10(adj.p value)", title = "") + theme\_classic() + theme(legend.position="none")   
f

![](data:image/png;base64,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)

## HCA plot

base1 <- ds   
mtrx1 <- ds[,-1]   
grp1 <- as.character(base1[,1])   
  
k <- length(unique(grp1))   
Cols = function(vec, ord){  
 cols = pal\_jco(palette = c("default"), alpha = 1)(length(unique(vec)))  
 return(cols[as.fumeric(vec)[ord]])}  
mtrx1\_1 <- mtrx1  
rownames(mtrx1\_1) = make.names(grp1, unique=TRUE)  
res.dist1 <- dist(mtrx1\_1, method = "manhattan")   
res.hc1 <- hclust(d = res.dist1, method = "ward.D2")   
  
b <- fviz\_dend(res.hc1, k = k,   
 cex = 0.55,   
 k\_colors = unique(Cols(grp1,res.hc1$order)),   
 color\_labels\_by\_k = F,   
 label\_cols = Cols(grp1,res.hc1$order),  
 rect = T,   
 rect\_fill = T,  
 horiz = F,  
 lwd = 0.7,   
 show\_labels = T,  
 main = "",  
 ylab = "")  
b
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## PCA plot

base1 <- ds   
mtrx1 <- ds[,-1]   
grp1 <- as.character(base1[,1])   
palette\_pca <- "lancet"  
  
pca.ds1 <- PCA(mtrx1, scale.unit = T, graph = F)  
a <- fviz\_pca\_ind(pca.ds1,  
 title = "",  
 geom.ind = "point",   
 col.ind = grp1,   
 palette = palette\_pca,   
 addEllipses = T,   
 legend.title = "Groups")  
a
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## ROC curve

# start parallel processing  
fc <- as.numeric(detectCores(logical = T))  
cl <- makePSOCKcluster(fc-1)  
registerDoParallel(cl)  
  
# cross-validation  
set.seed(1234)   
trainIndex <- createDataPartition(ds$Label, p = 0.8, list = F, times = 1)  
dsTrain <- ds[ trainIndex,]  
dsValid <- ds[-trainIndex,]  
trainControl <- trainControl(method="repeatedcv", number=10, repeats=10, classProbs = T)   
metric <- "Accuracy"   
  
# machine learning  
set.seed(1234)  
fit.cl <- train(Label~., data=dsTrain, method="svmRadial", metric=metric, trControl=trainControl, tuneLength = 10)  
predicted.classes <- predict(fit.cl, newdata=dsValid)  
probabilities <- predict(fit.cl, newdata=dsValid, type = "prob")[,1]  
  
# ROC curve  
res.roc <- roc(dsValid$Label, probabilities, levels = levels(dsValid$Label))

## Setting direction: controls > cases

auroc <- round(as.numeric(auc(res.roc)),2)  
grob <- grobTree(textGrob(paste0("AUC = ", auroc), x=0.25, y=0.75, hjust=0,  
 gp=gpar(col="firebrick2", fontsize=15, fontface=11)))  
c <- ggroc(res.roc, alpha = 0.5, colour = "blue1", linetype = 1, size = 1.5) +theme\_bw() + ggtitle("") +   
 geom\_segment(aes(x = 1, xend = 0, y = 0, yend = 1), color="black", linetype="dashed") + annotation\_custom(grob)  
c
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## bootstrap histogram

# start parallel processing  
fc <- as.numeric(detectCores(logical = T))  
cl <- makePSOCKcluster(fc-1)  
registerDoParallel(cl)  
  
# bootstrap  
set.seed(1234)  
trainControl <-trainControl(method="boot", number=1000)  
metric <- "Accuracy"   
  
# machine learning  
set.seed(1234)  
fit.cl <- train(Label~., data=ds, method="svmRadial", metric=metric, trControl=trainControl)  
results <- resamples(list(svm=fit.cl, svm1=fit.cl), trControl = trainControl, metric=metric)  
  
# histogram  
d <-ggplot(results$values, aes(x=results$values[,2])) +   
 geom\_histogram(colour="blue", fill="white") + theme\_bw() + xlab("Accuracy") + ylab("Frequency")  
d

## `stat\_bin()` using `bins = 30`. Pick better value with `binwidth`.
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